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ABSTRACT 
Software testing is most effort consuming phase in software development. One would like to minimize the 

efforts and maximize the number of faults detected. Hence test case generation may be treated as an 

optimization problem. One of the major difficulties in software testing is the automatic generation of test data 

that satisfy a given adequacy criterion. Generating test cases automatically will reduce cost and efforts 

significantly. In this paper, test case data is generated automatically using Genetic Algorithms and results are 

compared with Random Testing. It is observed that Genetic Algorithms outperforms Random Testing. 
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I. INTRODUCTION 
Testing is a process which needs to be done effectively. Exhaustive testing is not possible due to limitation of 

resources. In past, it is observed that test cases lie in different classes. Equivalence classes are to form a partition 

of set, where partition refers to a collection of mutually disjoint subsets where the union is the entire set [1] [2]. 

This has two important implications for software testing: the fact that the entire set is represented provides a 

form of completeness and disjointedness ensures a form of non-redundancy. As the subsets are determined by a 

equivalence relation, the elements of one subset have something in common [3, 4, 5]. So the idea is to identify 

test cases by using one element from each equivalence class. If the classes were chosen wisely, it greatly 

reduces the potential redundancy in test cases. For example for an equilateral triangle test case, if one chose (3, 

3, 3) as test case, then one would not expect to learn much from (6, 6, 6) or (50, 50, 50). The key of equivalence 

class testing is the choice of the equivalence relation, which partition the classes. For the sake of drawings, a 

function F of two variables x1, x2 will be used. For example, Equivalence class partitions for a nextDate 

module, which return the very next date of the entered current date [6] [7]. To solve optimization problems there 

are a number of techniques and one of them is Genetic Algorithms. Genetic algorithms are population based 

search based on the Darwin's principle of survival of the fittest. Genetic Algorithm is basically an evolutionary 

technique inspired by biological evolution. It was developed in 1970's by J. Holland and his colleagues and his 

students at University of Michigan's [10] [12]. It mimics the process of natural evolution. Genetic Algorithm 

starts with an initial population and then applies genetic operators like selection, crossover, mutation and 

replacement on that population to evolve better and better individuals. Genetic Algorithm can be terminated in 

either of two cases: maximum number of generations achieved or optimum value found. It can be done as under: 

It is a function of three variables and the boundaries are as follows:  

M1 = month (1 <= month <=12) 

D1 = date (1 <= date <=31) 

Y1 = year (1951 <= year <= 2051) 

The invalid equivalence classes were:  

M2 = month < 1  M3 = month > 12 

D2 = date < 1   D3 = date > 31 

Y2 = year < 1951  Y3 = year > 2051 

So the robust test cases with equivalence class test may be as under:  
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Table 1: Robust test cases for Equivalence Class Partitioning 

Month Date Year Remarks 

5 15 1962 All valid inputs 

-1 15 1962 M2 class 

15 15 1962 M3 class 

5 -1 1962 D2 class 

5 45 1962 D3 class 

5 15 1900 Y2 class 

5 15 2100 Y3 class 

In this research, the researcher carried out the identification of these boundaries/intervals automatically through 

Genetic algorithm and random testing and then compares the results of both techniques. Genetic algorithm and 

random testing both starts with some random initial population and then Genetic Algorithm use the fitness of 

individuals to progress towards the optimums, whereas random testing works randomly throughout the run. For 

this experiment, the distance from the boundaries is taken as the fitness of the individual chromosome. Unlike 

the boundary value analysis approach where this distance should be minimized, here the optimal distance is the 

distance between the boundary and a point p, where the location of p is to be somewhere in the middle of the 

two boundaries. The algorithms are coded in MATLAB 2016a. 

 

II. Genetic Algorithm for test case generation 
The proposed genetic algorithm for test case generation for Equivalence Class Partitioning is presented here. 

Firstly, the major components of Genetic Algorithm are discussed and then overall algorithm is presented. In 

proposed Genetic Algorithm value encoding is used in the chromosome i.e. real values are used to represent the 

input variables x1,x2,.... of the program. The length of the chromosome depends on the number of variables [14] 

[15] [19]. Initial population is generated randomly. Fitness of each chromosome is determined by its difference 

from the boundaries of the variable. The optimal distance is the distance between the boundary and a point p, 

where the location of p is to be somewhere in the middle of the two boundaries. The more a variable is close to 

the boundaries the more it is declared fit. Selection is done to select parents for reproduction [16]. There are 

many methods to do this process. Roulette wheel and Random selection were used for Genetic Algorithm and 

Random testing respectively in experiments. 

• Rank Selection: It is a selection process based on fitness of an individual and total cumulative fitness.  

• Random Selection: This selection in pure random, no knowledge is used in selection process.  

Crossover create new child from existing parents. It is one of important operators of genetic algorithm. 

Crossover operator used in experiments is arithmetic crossover. 

Following parameters are used in experiments: 

1. Population Size: various population sizes are tried and best ones are taken for comparison i. e. 50 & 

100. 

2. Generations: program is executed with different number of generations and analysis of less number of 

generations and more number of generations is also taken into consideration i. e. 200, 500. 

3. Encoding: chromosomes (test cases) are coded in real values, so Value encoding scheme of Genetic 

Algorithm is used. 

4. Selection: Rank selection is used for Genetic Algorithm, and Random selection is implemented for 

Random Testing. 

5. Crossover: number of crossovers available for real value coding, out of which arithmetic crossover is 

applied with 0.9 probability. 

6. Mutation: uniform mutation is applied in experiments with 0.01 probability. 

7. Replacement: Simple genetic algorithm replacement takes place, in which whole new population 

replaces the old one. 

 

III. Results & observations 
All inputs are taken from user, so that testing with different parameters can be done easily. User interface while 

running in MATLAB is as follows: - 

Inputs:  

No. of individuals in population : 50, No. of Variables : 2, No. of Generations : 500 

limits of 1st variable : Lower limit : 10 & Upper limit : 20 

limits of 2nd variable : Lower limit : 10 & Upper limit : 20 
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limits of 3rd variable : Lower limit : 10 & Upper limit : 20 

Outputs: With Genetic Algorithm, test cases generated as follows:  

 

Table 2: Genetic Algorithm versus random testing for ECP 

 Genetic Algorithm Random Testing 

Variables / 

Runs 

Variable 1 Variable 2 Variable 3 Variable 1 Variable 2 Variable 3 

1 
10.2 11.5 9.9 9.1 8.4 16.7 

2 
19.5 10.3 8.9 8.0 12.7 24.5 

3 
12.4 11.6 19.8 19.8 12.4 11.5 

4 
12.8 9.7 18.7 11.7 14.5 7.8 

5 
10.7 20.8 19.7 18.6 11.6 23.6 

 

Figure 1 to Figure 5 shows the results of these executions as under: 

 

  
Figure 1: Genetic Algorithm versus random testing refer to row 1 of Table 2 
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Figure 2: Genetic Algorithm versus random testing refer to row 2 of table 2 

  
Figure 3: Genetic Algorithm versus random testing refer to row 3 of table 2 

 

 
Figure 4: Results showing the final test cases analysis 
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Figure 5: The area under the three variables as per their ranges (10-20) 

 

It is clearly visible from experiments that test cases with genetic algorithms spread over all classes, whereas 

random testing will generate test cases for small number of equivalence classes. So one can use Genetic 

algorithm to generate test cases automatically and get better and useful test cases as outputs. 

 

IV. CONCLUSION 
The overall results show evolutionary testing to be a promising approach for fully automating test case design 

for equivalence class partitioning technique of testing. To increase the efficiency and effectiveness, and thus to 

reduce the overall development cost for software-based systems, a systematic and automatic test case generator 

is required. Genetic algorithms search for relevant test cases in the input domain of the system under test. Due to 

the full automation of test case generation, the overall quality of software is also enhanced in comparison of 

using random testing. 
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